
Here we will be introducing new knowledge about the use of Data Providers.



We should recall that the purpose of a Data Provider is to return a data structure

loaded in memory (which may be collection or not). To achieve this, it provides us

with a declarative language focused on the output structure, so that we basically will

need to indicate how to obtain each of those information elements.

To load, we may use a simple or collection SDT, or a Business Component

structure either simple or collection.

Like any other object, a Data Provider may receive parameters (both variables and

attributes). However, as opposed to all other objects, and precisely because of the

objective to allow developers to focus on the output, it is not declared in the parm

rule but rather explicitly as Output property of the object.

We have seen that the data used to load the structures may be fixed data, or

variables, taken from one or from several tables of the database. Specifically, when

we are loading a structure of the business component type, the data may be from

the table associated with the transaction on which the BC was defined, or from

another table in the database.



Here we are initializing a business components structure of Category, for which we

are using a data provider.

Note that we repeat the groups, one for each category to be created. We could

leave out the definition of the CategoryCollection group because our purpose is to

return a collection of Category elements and we have already set up the Collection

property of the data provider with True value.

Another thing we should note is that since the data provider will not have to go over

any table in order to obtain the data because we are providing the data in the form of

fixed values, then this data provider will not have base table and we will not have to

use a “from” clause.

And last, it is also important to note that the CategoryName elements on the left of

the assignments are not the attributes of the Category transaction, but rather the

elements of the business component based on the Category transaction, which we

are loading through the data provider.



In this example we see how we can load an SDT with data from several tables. Our

aim is to build a ranking of countries by the number of attractions in each country.

To do that we define a collection SDT in order to store the identifier, name and

number of attractions in each country. To load this SDT we will use a data provider.

In order to obtain the data on the countries, the data provider goes over the

COUNTRY table and, for each country, the count formula navigates through the

ATTRACTION table to count attractions in that country.

Once the collection is obtained, we may order it in descending order by the number

of attractions.



In this example we are loading the data of countries in memory.



In this example, a special card (total or partial type) is to be granted to customers

who have bought more than 3 trips. To do it we will go over the customers in order

to count the number of attractions and assign the corresponding card.

We do this by means of a data provider with which we load a business component

structure of the SERVICECARD transaction, to then go over that collection and save

that information in the database.

We will now go into the details of this example.



Let’s now suppose that the travel agency decides that all customers who have

bought more than 3 trips will be receiving a special card of the “Full Services” type

which will enable them to enjoy all services for free. For cases where the customer

has bought less than 3 trips, a card of the “Partial Services” type will be issued.

The transactions we have are: the “Customer” transaction, and the “ServiceCard”

transaction that defines the cards.

Each card has an autonumbered identifier, a customer, and we have defined the

ServiceCardType attribute based on the enumerated Type domain (which only

allows the “Full” or “Partial” values).



We have defined the WPCards web panel that just offers a button to trigger the

automatic process for generating and viewing new cards.

What should happen when the button is pressed?

A card of the corresponding type is to be created for every customer who has no

card issued, always bearing in mind the number of trips bought at the agency.

We will propose a solution where we will use a Data Provider to load and return the

collection of cards to be generated. And afterwards we will go over the collection

to record the cards in the database.

How do we do this?

First we configure the SERVICECARD transaction as Business Component, in order

to record the cards, for which purpose we apply the Business Component concept.

Then we create a Data Provider object called DPCards and we drag the

SERVICECARD transaction to the source of the data provider.

As we saw in previous videos, this will define a structure in memory with items

whose name and type are the same as those of the attributes of the transaction

defined as Business Components.

Then we must go over the CUSTOMER table, then filter customers for whom cards

have not been issued yet, and add for them one card in the collection.

The table that will navigate the Data Provider is determined with the transaction

base defined in the From clause, which in this case is CUSTOMER.

Note that the table that we will be going over to obtain the data is not the same table



associated with the transaction on which we defined the Business Components, that is,

SERVICECARD.



It is clear that we will be assigning the CustomerId attribute to the CustomerId item.

We don’t have to assign a specific value to the ServiceCardId item because, as we

should recall, the structure to be loaded was dragged from a transaction declared as

Business Component, and therefore this item is based on the ServiceCardId

attribute that belongs to the Id domain, and its Autonumber property has been set as

Yes.

To ServiceCardType we can assign the value returned by a conditional formula.

This means that the formula will return the “Full” or “Partial” type according to the

number of trips that the customer has bought. We could have also used a procedure

to calculate and return that value.

In order to define the base table that will navigate the data provider, GeneXus goes

to the transaction base we added with the From clause, so the table that it will go

over is the one associated with that transaction, which in this case is the

CUSTOMER table.

GeneXus will also verify that the attributes we add to the right of the assignment

signs are part of the extended table of CUSTOMER, otherwise, an error will occur,

and we will see it reported on the data provider’s navigation listing.

Note that the attributes inside the formulas are not considered for this verification,

because they are only used to define the table to be navigated by the formula.

It is not necessary to assign a value to the element corresponding to the

autonumbered ServiceCardId attribute because it takes it automatically due to the

autonumbering of the attribute. Likewise, we can leave unassigned any element in

the business component to which we do not wish to load a value, so when the

record is created in the table, the value of the attribute will be empty.

In this case, restrictions apply to the foreign keys, to which we must assign a value,



unless we have defined the attribute as nullable.



Remember that we do not want to navigate all customers and load a card for each.

We want to navigate only those customers who still do not have cards.

Data providers enable us to include, in their syntax, all the clauses permitted in the

For each, so we add the Where clause shown on the slide.

Since the only attribute referenced in the Where is inside a formula, as said, it will

not be included in the verification of whether it belongs to the extended table of

Customer or not.

Note that, instead of CustomerId = Customer Id, we simply used CustomerId.

Remember that the CustomerId to the left of the assignment is the element of the

structure that will be loaded in memory, and the one on the right is the attribute that

will define its value. Since they have the same name, we may use the abbreviated

notation and write CustomerId only.

Let’s now analyze the output, in other words, what the data provider returns. Since

the SERVICECARD transaction was dragged over the source, then the Output

property has been automatically associated with the ServiceCard business

component associated with the transaction.

And what about the Collection property? The structure we are loading does not

represent a collection. It only represents an instance in memory, with the structure

of the SERVICECARD transaction. However, we must obtain a collection of

generated cards, so we set up the Collection property with True value… and we

indicate a name for the collection that this data provider will return loaded.



Let’s now go back to the web panel to invoke the data provider.

In the Enter event associated with the button, we assign what the data provider

returns to a variable (&ServiceCardCollection) defined as a collection of cards

(ServiceCard).

In the form of the web panel, we insert the &ServiceCardCollection variable.

Because it is a collection, GeneXus will automatically understand that it must show

the content on a grid.



Now, is this enough for the cards returned by the data provider to be actually

recorded on the SERVICECARD table associated with the SERVICECARD

transaction?

No, it is not enough. For the time being, the cards are loaded in memory and we

have shown the contents of the collection.

When we studied the use of business components, we saw that, in order to save we

must use the Save method and then execute Commit. So, we still have to go over

the collection returned by the data provider and then save each element in the

collection as a record in the physical table. And following the saving of all cards, we

declare the Commit command.

In order to run through the collection of cards returned by the data provider, we use

the For element in collection command. This &oneCard variable must be defined

as the ServiceCard business component type, and it represents each element from

the collection that is iterated.



However, remember that the Insert method of a Business Component collection

variable can automatically do what we did manually before.

And not only that, it also returns True if all the insertions in the collection were

successful, and False if there were any issues. This way we can Commit if

everything was successful. Otherwise, we would have to read the error messages

and take the actions we consider suitable.



Now the development of what we were asked for is finally complete. We execute the

web panel and press the button. On the grid we can see the list of cards generated.

We could wonder what would happen if we press the “Generate Cards” button once

again…?

Will the cards be created again for the same customers?

They will not, because, in the data provider, we filtered that we only wanted to

navigate customers with no cards.

We should mention that there are other solutions to solve the same requirement in

GeneXus. With this implementation we have used the concept of Business

Component to update the database and we have combined its use with the

previous loading of a collection structure in memory, with the data to be

recorded.

The use of a Data Provider for this purpose is quite simple and saves us from

having to write explicit code.



Suppose that the travel agency’s system is divided into modules in order to manage

the invoicing system and the debtors/creditors system. We want to send a listing,

from the invoicing system to the debtors/creditors system, with the receipts

corresponding to a given period of invoices (that is, for a given period, we must

summarize, for each customer, the total amount invoiced and then generate a

receipt).

It is hierarchical information (we will be sending receipt data specific of each receipt

document).

The most usual format for exchanging hierarchical information used to be Xml and

Json, but there are more.



We should recall that, with a Data Provider, the focus is on the output language: the

composition of the Output is indicated in a hierarchical structure.

Then, for each element in the hierarchical structure, we will have to indicate -in the

Source of the data provider- how it is calculated.

We may represent the same structured information using the various existing

formats.

That is the idea behind the data provider. If a new format for representing structured

information comes up in the future, then the Data Provider will remain unchanged...

GeneXus will implement the transformation method for that format, and we will do is

use it.



In this case, we are using a more complex structure (an SDT with one Quantity

element, and a collection of Bills).



Here we can identify the basic components in the language of Data Providers.



In the example, the group with the name Bill will be repetitive. Why? We can answer
this question with another question: what would happen if it was a For Each
command, where the elements to the left of the assignments correspond to the
various elements of an SDT variable? In such case, the presence of CustomerName
(to the right of the second assignment) enables us to affirm that there is a base
table. We want to iterate on the CUSTOMER table, so we write the clause “from
Customer” in an analogous manner as we would do in the case of a For Each
command.

Note that, on the other hand, the group with the name BillsInfo will not be repetitive,
and it does not have any associated clauses, while the elements contained in it are
defined on the basis of variables instead of attributes:

BillQuantity = &quantity
&quantity = 0

And what about the Bills group? Note that, in this case, the group only contains
another group. The contained group will be repetitive, so Bills will be a collection of
Bill. Therefore, the Bill subgroup may be omitted (leaving only Bills) so that it will be
implied. This is how the clauses in the group that enable the definition of order and
filters may be associated with this group.



If the condition were placed in the Clients group, then it would apply to the two Client

subgroups. And that is why clauses are allowed to operate at the level of the

repeated groups (items) instead of only at the level of the group that is collection of

items.



What has been considered in this course is not all that can be said on this subject.

For instance, the variables used may be loaded from another Data Provider, and we

may use specific clauses, as the Input, among other aspects.

You will find full information on the language of Data Providers at:

http://wiki.genexus.com

/commwiki/servlet/wiki?5309,Toc%3AData+Provider+language

And full documents about this object at:

http://wiki.genexus.com/commwiki/servlet/wiki?5270,Category%3AData+Provider+o

bject,




